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ABSTRACT
A non-transitory computer-readable medium tangibly embodied in a storage device encoded with instructions that, when executed on a processor, perform a method in a computer system for testing a rule-driven system, the method comprising detecting a potential read-write error or a potential write-write error in the rule-driven system, generating test results based on the detecting, and reporting the test results.
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Diagram:

1. Analyze rules to determine variable use
2. Identify possible read-write and write-write conflicts
3. Identify path conditions that may cause conflicts
4. Represent rule dependencies
5. Perform test cases